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STATIC ANALYSIS

FlowDroid [2] is a sophisticated context-,flow-, field-, object-sensitive and lifecycle-aware
static taint analysis tool for Android applications. It does not model the inter-component
communication of Android applications and hence it cannot exam the implicit information
flows. Epicc [8] statically resolves the destinations of each inter-component communication
instance by reducing the problem into a traditional program analysis problem. IccTA [7] and
DidFail [6] combine FlowDroid with Epicc and seek to recognize sensitive inter-component
and inter-application information flows. DroidSafe [5] focus on providing more accurate
modeling of Android system, which identifies some data flows missed by FlowDroid due to
inaccuracy modeling of life-cycle and callback events.

Above approaches inherit the general limitations of static analysis i.e. they generate false
alarms. These tools are oblivious to reflective calls, native code and multi-threading and
generate false alarms. Also, in preliminary experiments running FlowDroid on real apps
collected from the app markets, most of them terminate in unexpected ways: either due to
timeout or out-of-memory exception.

DYNAMIC ANALYSIS

Dynamic analysis is embedded into the mobile operating systems and monitors the applica-
tions at runtime. TaintDroid [4] is a sophisticated dynamic taint-tracking tool. BayesDroid [9]
is built upon TaintDroid to further classify information leakages through checking values
between sources and sinks.



Compared to static analysis, dynamic analysis does not need to worry about the reflections
inside the apps and only report the malicious behaviors during runtime, which generate much
less false alarms and is more usable to the end users. However, low code coverage limits the
overall detection rate of dynamic analysis.

HYBRID ANALYSIS

To overcome the disadvantages and preserve the advantages of both static analysis and dy-
namic analysis, AppAudit [10] first attempts to model data flow inside apps by integrating
static analysis and dynamic analysis. It quickly obtains rough over-estimated relationships
between sources and sinks through static analysis, and then prunes the results through dy-
namic analysis. The outcomes show that it achieves better performance in both precision
and usability, as compared to a pure static analysis approach or a dynamic analysis approach.
Inspired by AppAudit, we attempt to come up with a better hybrid approach to extract program
dependencies in the apps.

We notice that AppAudit still misses a lot data flows on DroidBench [1], which is a benchmark
toolkit to test the performance of taint analysis tools. The main reason behind is AppAudit
purely relies on concrete value to proceed the analysis. Unknown value, however, may be
generated due to the insufficient run-time information. The existence of unknown value in the
conditional program statements will lead to incomplete searching paths and inaccurate data
flow results. The problem can be alleviated with the help of symbolic execution [3]. Symbolic
execution leverages symbolic representation and first-order logic to represent an unknown
variable. We will integrate the ideas from symbolic execution into the technique proposed by
AppAudit to achieve higher accuracy.

Also, the call graph algorithm of AppAudit does not consider the potential sensitive behav-
iors inside Android GUI callbacks. We can create a more appropriate model of the mobile
operating system to locate the stealthy behaviors.

Since the core engine of AppAudit is not open-source, we also need to implement our own
virtual machine and program analysis module.
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